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Abstract AIOps (Artificial Intelligence for IT Operations) solutions leverage
the tremendous amount of data produced during the operation of large-scale
systems and machine learning models to assist software practitioners in their
system operations. Existing AIOps solutions usually maintain AIOps models
against concept drift through periodical retraining, despite leaving a pile of dis-
carded historical models that may perform well on specific future data. Other
prior works propose dynamically selecting models for prediction tasks from a
set of candidate models to optimize the model performance. However, there
is no prior work in the AIOps area that assesses the use of model selection
mechanisms on historical models to improve model performance or robustness.
To fill the gap, we evaluate several model selection mechanisms by assessing
their capabilities in selecting the optimal AIOps models that were built in the
past to make predictions for the target data. We performed a case study on
three large-scale public operation datasets: two trace datasets from the cloud
computing platforms of Google and Alibaba, and one disk stats dataset from
the BackBlaze cloud storage data center. We observe that the model selection
mechnisms utilizing temporal adjacency tend to have a better performance
and can prevail the periodical retraining approach. Our findings also highlight
a performance gap between existing model selection mechnisms and the theo-
retical upper bound which may motivate future researchers and practitioners
in investigating more efficient and effective model selection mechanisms that
fit in the context of AIOps.
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1 Introduction

Modern large-scale software systems can generate tremendous amounts of
data during their daily operations. As the volume of operation data grows,
it is getting increasingly challenging for practitioners to manually analyze
and utilize such data. AIOps (Artificial Intelligence for IT Operations), which
helps practitioners automatically leverage such rich information on the sys-
tem’s runtime behavior and health condition [49], has gained increasing pop-
ularity among practitioners and researchers. Today, AIOps solutions support
various goals in software and system operations, such as machine failure predic-
tions [33,30], job failure predictions [20,51], disk failure predictions [65,8,20],
performance degradation detection [9,31], and service outage predictions [14].
Many proposed AIOps solutions have already demonstrated promising bene-
fits in practice [30,27,4,62,5]. For example, Lin et al. [33] successfully applied
their technique on one of Microsoft’s large-scale cloud service systems to pre-
dict potential node failures based on historical data. Botezaku et al. [8] lever-
age monitoring information to build a machine learning pipeline for predicting
hard drive failures on large-scale cloud computing platforms.

Despite advances in ML models and their applications in AIOps, many
challenges are still associated with the maintenance and data evolution of
AIOps solutions following their deployment in the field. Concept drift [60,59,
58,45], which refers to the change in data distribution and in the relation-
ship between the variables, can lead to the obsolescence of models trained on
stale data and negatively impact the performance in the future time [30]. Our
prior works [40,39] find that the operation datasets are subject to a consid-
erable scale of concept drift, negatively affecting the model performance and
stability in the field. In order to mitigate the issue of concept drift, practition-
ers should conduct constant maintenance and update to sustain the model
performance and stability once deployed in the field [40,39,15]. However, ex-
isting AIOps studies either train a static model regardless of the potential
threat from concept drift [20,51,8,42,14,67] or periodically retrain the model
to maintain performance and stability [30,15,33]. Stationary models may suffer
from performance degradation and impact user experience in the field, while
periodically retraining the model could be very expensive (e.g., resources and
human efforts involved in updating, verifying, and integrating the model) [30].

As reported in previous work, ensuring the quality of software systems is
still an open challenge for the research community [46], and we set out to find
more efficient tools to maintain AIOps solutions. Previous works [16,73] sug-
gest that model decision-making mechanisms can benefit model performance
and robustness when faced with concept drift, as they leverage the diversity
of models to provide robust predictions in dynamic and changing conditions.
As AIOps models deployed in the field require constant retraining to main-
tain their performance and steer away from obsolescence [27,33,30,65], a large
number of historical models would accumulate during this process. Some useful
information will likely still be buried in these historical models and can be sal-
vaged and recycled to improve prediction performance and overall performance
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stability. However, there is no prior work and little empirical evidence in the
AIOps area that assesses the use of model selection mechanisms in improving
model performance and robustness. To fill the gap, we propose to examine the
application of model selection mechanisms on the historical models for improv-
ing model performance and robustness while introducing minimal cost, namely
model selection mechanisms on historical models. We conduct a case study to
evaluate various forms of selection mechanisms on historical models in AIOps
solutions that select the best models in history to make predictions, and assess
these model selection mechanisms’ performance and robustness on operation
datasets. This study aims to address the following research questions:

– RQ1: How well can the model selection mechanisms achieve optimal per-
formance for AIOps solutions?

– RQ2: How well can the model selection mechanisms achieve optimal model
ranking for AIOps solutions?

– RQ3: How stable are the model ranking results achieved by the model
selection mechanisms?

Our main contribution includes proposing the application of model selec-
tion mechanisms to select historical AIOps models. We establish the theoret-
ical performance upper bound for model selection mechanisms on historical
models through a hypothetical oracle. We are also the first to conduct an em-
pirical study that evaluates historical model selection mechanisms on AIOps
solutions. In addition, We share a replication package which includes our code
for conducting case study on the studied operation datasets and analyzing the
experiment results,1 so that others in the research community can replicate or
extend our work.

The paper is organized as follows. Section 2 presents an overview of prior
works in AIOps solution and model selection mechanisms. Section 3 details our
case study design and methodology for evaluating model selection mechanisms
on historical models in the area of AIOps. Section 4 delivers our experiment re-
sults and analysis. Section 5 discusses the limitations of our work and possible
threats to validity. Finally, Section 6 concludes our work.

2 Related Work

2.1 Prior research on AIOps solutions

Although huge efforts have been devoted to large-scale software systems
like cloud computing to ensure the quality of services, various types of oper-
ational incidents (e.g., job termination, hard drive failure, and performance
anomalies) are still unavoidable. To ensure the reliability of uninterrupted
services, operational incidents must be identified, resolved, and managed in a
timely manner, as failing to do so could interrupt service availability and incur

1 https://github.com/EmpyreanKnight/suppmaterial-25-yingzhe-AIOpsSelection

https://github.com/EmpyreanKnight/suppmaterial-25-yingzhe-AIOpsSelection
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massive financial damage [74]. Prior works have proposed various AIOps solu-
tions for addressing different problems in the operation of large-scale software
and systems, including incident prediction [33,30,20,51,8,42,65,14], anomaly
detection [22,32], ticket management [67,66], issue diagnosis [38], and self heal-
ing [18,19,36,37]. These AIOps solutions can be categorized into two phases
that contribute to incident management: 1) incident perception, which predicts
whether certain types of incidents would occur by learning from the histori-
cal operation data; and 2) incident mitigation, which remediates the damage
from incidents (e.g., automated problem diagnosis) or provides suggestions to
domain experts (e.g., incident triage) after the incident occurrences.

2.1.1 Incident perception

Incident perception is a vital step towards early detection of potential
incidents and proactive prevention of system failures. Prior works have focused
on the identification of various types of incidents by analyzing monitoring data.
These approaches can be categorized into two types: failure prediction [20,51,
8,42,28,29,65,76,14,33,30,68,1] and anomaly detection [72,71,64,69,2].

Failure prediction. Failure prediction involves forecasting potential sys-
tem failures before their occurrence by analyzing historical data and identify-
ing patterns that precede failures. For example, El-Sayed et al. [20] and Rosa
et al. [51] predict job failures from trace data collected from the Google cloud
computing platform. Botezaku et al. [8], Mahdisoltani et al. [42], Li et al. [28,
29], and Xu et al. [65] leverage SMART-based monitoring data to build a ma-
chine learning pipeline for predicting hard drive failures in large-scale cloud
computing platforms. Zhao et al. [76] propose a deep-learning-based approach,
eWarn, which leverages textual (e.g., keywords in incident tickets) and statisti-
cal features (e.g., alert count) to predict incident occurrences. Similarly, Chen
et al. [14] collect and analyze the alert data and its dependencies to predict
outages in the whole cloud system. Lin et al. [33] and Li et al. [30] predict node
failures in large-scale cloud computing platforms by building machine learning
models from temporal (e.g., CPU utilization metrics), spatial (e.g., location
of a node), and config data (e.g., build information). Yang et al. [68] propose
a novel diffusion model that enhances data quality through data imputation
to improve the performance of the downstream failure prediction task in the
cloud scenario. Alharthi et al. [1] propose a two-stack transformer-decoder
architecture to predict failures as well as the lead times in HPC systems.

Anomaly detection. Anomaly detection aims to detect abnormal system
behaviors or patterns that indicate potential issues or failures to help devel-
opers and operators uncover system issues and solve anomalies. For instance,
Zhang et al. [72] propose a deep-learning-based microservice anomaly detec-
tion approach that uses a unified graph representation to describe the complex
structure of a trace together with log events embedded in the structure. Zeng
et al. [71] propose an actionable performance anomaly alerting approach based
on trace data for online service systems. Wu et al. [64] conduct a comprehensive
evaluation of seven supervised anomaly detection models with six log repre-
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sentations on four public datasets. Yang et al. [69] propose a semi-supervised
approach for detecting log-based anomalies that can stay immune to unstable
log data via semantic embedding. Almodovar et al. [2] propose a fine-tuned
language model that is robust to log content change, LogFiT, for anomaly
detection in the HuggingFace ecosystem.

2.1.2 Incident mitigation

Incidents in software systems need to be mitigated in a timely manner.
Prior works have focused on triaging [10,11,4,22], diagnosing [75,38,3,25,13,
61,44], and managing issues [36,37,66,67,26,34,32], which benefit the mitiga-
tion process.

Triaging. Chen et al. [10] propose a deep-learning-based technique to im-
prove the current incident triage process (e.g., distributing the new incident
to the responsible team). Chen et al. [11] perform an empirical study on char-
acterizing incidents in online systems and propose DeepIP, a technique to
detect incidental incidents (i.e., incidents that are less severe and last for a
short period of time), which can reduce the incident triage efforts. Bansal et
al. [4] propose DeCaf, a Random Forest-based framework to correlate teleme-
try data with performance regressions. In addition, the detected performance
regressions are automatically triaged to the on-site engineering team.

Diagnosing. Zhang et al. [75] propose an ensemble of models to auto-
matically diagnose performance problems. Chen et al. [13] propose LiDAR, a
deep-learning-based approach to linking similar incidents based on historical
information. Luo et al. [38] mine time-series data and event data to discover
correlations between them, which could improve the incident diagnosis process.
Banerjee et al. [3] discuss challenges in performance diagnosis in a hybrid-cloud
enterprise software environment. Jehangiri et al. [25] present techniques to di-
agnose performance anomalies using time-series datasets.

Managing. Jiang et al. [26] analyze the similarity between incident de-
scriptions and their corresponding troubleshooting guide to facilitate incident
management. Lou et al. [36,37] develop a software analytic-based system to
resolve the scalability, reliability, and maintainability of data-driven incident
management systems. Lim et al. [32] leverage performance metrics to cluster
performance issues into recurrent and unknown ones. Xue et al. [66,67] proac-
tively reduce performance tickets by predicting usage series in cloud data cen-
ters. Lin et al. [34] propose a data mining-based technique to detect emerging
issues (a sudden burst of new issues) by analyzing historical issues.

2.2 Prior work on model selection techniques

Various machine learning models have been proposed for different inference
and prediction tasks. However, no existing model can accommodate every type
of data and goal. Model selection mechanisms mitigate the challenge by con-
sidering a set of candidate models and selecting the most appropriate ones
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for the prediction task [17]. For example, Liu et al. [35] propose Consistent
Relative Confidence (CRC), a label-free model selection method using only un-
labeled testing data based on the confidence of candidate models. The authors
find that there is a strong positive relationship between consistent relative
confidence and correctness among a group of rational volunteers: if there is
one candidate who acts more confidently than the others in a consistent way,
then its decision tends to be more accurate than the others. Hu et al. [23]
propose a labeling-free model selection approach against performance degra-
dation on out-of-distribution data. The main idea is to statistically learn a
Bayesian model with the expectation-maximization (EM) algorithm to infer
the models’ specialty only based on predicted pseudo-labels.

In the context of continual or lifelong learning [47], a great number of
candidate models can be available from previous updates, and choosing the
right one with the best generalization property for the current task remains a
tough challenge. Given a set of candidate models, there is no prior evidence
of which model will be capable of solving the targeted task the most effec-
tively [23]. Prior work reports that model selection mechanisms can benefit
model performance and robustness when facing concept drift as they leverage
the diversity of models to provide robust predictions in dynamic and changing
conditions [16,73]. When predicting the test samples, model selection mecha-
nisms can estimate the model performance and rank the models to pick mod-
els that most likely to perform best. Research in the AIOps area also suffers
from the challenge of concept drift and usually relies on periodical retraining
to maintain model performance [30,15,33]. The historical models being dis-
carded may contain valuable information and perform well on specific future
periods [48]. However, there is no prior work that systematically examines the
performance of model selection mechanisms on historical models in the context
of AIOps.

3 Experiment Design

3.1 Case study setup

In order to evaluate different mechanisms of model selection using historical
models in the context of AIOps, we perform a case study on three large-scale
operation datasets: the Google cluster trace dataset [63], the Backblaze disk
stats dataset [24], and the Alibaba GPU cluster trace dataset [21]. We choose
to carry out a case study on these three datasets for the following reasons: 1)
they are publicly available; 2) they are large-scale datasets and cover relatively
long operation periods (i.e., months to years), which enables us to examine
model selection mechanisms over the evolution of the data. In addition, prior
works have widely studied the first two datasets in particular for predicting
job failures on the Google dataset [20,52] and predicting disk failures on the
Backblaze dataset [8,65,42]. In this work, we focus on predicting job outcomes
(i.e., failure or not) on the Google and Alibaba cluster trace datasets and
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predicting disk failures on the Backblaze disk stats dataset as done in prior
works [40,41,39].

3.1.1 Google cluster trace dataset

The cluster data released by Google in 2011 contains the trace data of a
production cluster with about 12K machines in 29 days for 670K jobs and
26M tasks [12]. The data features workload arrives at a cell (i.e., a set of
machines that share a common cluster-management system) in the form of
jobs. Each job comprises one or more tasks, and each task is scheduled on a
single machine. Figure 1a shows the dataset schema and information provided
in the Google cluster trace dataset.

Following prior works [20,52], our goal on the Google cluster data is to
predict whether a job will fail or not (i.e., terminated for any reason before
successfully completed) using the information at job submission and the mon-
itoring data in the first five minutes of the job execution. In the Google cluster
trace dataset, each job has several events, and each is associated with a transit
(e.g., submit, schedule, evict, fail, kill, finish, lost, update) among the states
(e.g., unsubmitted, pending, running, dead) in the job’s lifecycle. We consider
a job fails if its final state is “fail”, same as in prior works [20,52].

Similarly to El-Sayed et al. [20], we predict job failures using the config-
uration and temporal features. Configuration features are values determined
upon job submission, such as the requested CPU, memory, and disk space. In
contrast, temporal features are values that change during a job’s execution,
such as the mean and standard deviation of CPU, memory, and disk space
usage by a job over the first five minutes since job submission.

We remove the jobs that are not completed or whose records are lost during
execution, as the final states of these jobs are missing. We further remove the
jobs that start on the last day (i.e., the 29th day), as these jobs are more likely
to remain incomplete before the data cutoff time and cause data collection
bias (completed jobs typically last longer than the failed ones). In fact, we
observed a much higher job failure rate from the jobs starting on the last day.
In addition, we removed jobs that finished in less than five minutes since their
submission as they have not generated sufficient metrics for prediction. We
also observe that a large proportion of these jobs are failed or terminated right
after submission, thus they do not cause significant overhead to the computing
resources. In the end, we successfully extracted 627K (out of 670K) job samples
from the first 28 days’ trace data.

3.1.2 Backblaze disk stats dataset

The Backblaze dataset contains the statistics of the hard drives in the
Backblaze data center [24]. The dataset contains daily snapshots of operational
hard drives in the data center, including drive information (e.g., model, disk
capacity) and SMART (Self-Monitoring, Analysis, and Reporting Technology)
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Machine 
    -- 12K machines

machine_attributes 
    machine ID 
    timestamp 
    attribute list

machine_events 
    machine ID 
    timestamp 
    event type 
    CPU capacity 
    memory capacity 
    Platform ID

Job 
    -- 670K jobs
job_events 
    job ID 
    timestamp 
    event type 
    user 
    scheduling class 
    job name 
    logical job name

Task 
    -- 26M tasks
task_events 
    job ID, task index 
    timestamp 
    event type 
    user, machine ID 
    scheduling class 
    priority 
    CPU requested 
    memory requested 
    disk requested 
    different machine

task_usage 
    job ID, task index 
    duration 
    machine ID 
    CPU usage 
    memory usage 
    disk usage

task_constraints 
    job ID, task index 
    timestamp 
    constraint list

(a) Google data schema.

SMART Attributes 
    -- Daily record for each disk

Non-cumulative 
    Read error rate 
    Seek error rate 
    HDA temperature 
    ...

Cumulative 
    Start/Stop count 
    Power-on Hours 
    Power cycle count 
    Reported uncorrectable errors 
    Load cycle count 
    Current Pending sector count 
    UltraDMC CRC error count 
    ... 

Disk Configurations 
   -- 41K disks  
       (2015-2017)
Serial number 
Model 
Capacity 
Manufacturer 

(b) Backblaze data schema.

GPU Machine 
    -- 1800 machines 
        6K GPUs
machine spec 
    machine ID 
    CPU capacity 
    memory capacity 
    GPU capacity 
    GPU type
machine metric 
    worker name 
    CPU usage 
    GPU utilization 
    machine load 
    network I/O 
    co-located workers

Jobs 
    -- 1.05M jobs
job launch info 
    job name 
    timestamp 
    user 
    status

Tasks 
    -- 1.26M tasks 
        7.52M workers
task launch info 
    job name, task name 
    worker number 
    CPU, mem, GPU planned 
    GPU type 
    status

worker sensor info 
    job name, task name 
    worker name 
    machine ID 
    CPU usage 
    GPU usage 
    memory usage 
    network I/O

worker launch info 
    job name, task name         
    worker name 
    machine ID 
    duration 
    status

(c) Alibaba data schema.

Fig. 1: Data schema for our studied datasets. Each colored box represents
a data table: a line of the table name followed by lines describing the data
fields. For the Google and Alibaba datasets, each table (e.g., machine events)
is one or multiple CSV files containing the fields described in the box. For
the Backblaze dataset, the tables represent the logical view, while the physical
data is stored as daily snapshots of each disk’s attributes.

statistics, where SMART is a manufacturer-implemented system for the mon-
itoring and early detection of errors. Figure 1b shows the dataset schema and
information provided in the Backblaze disk stats dataset. The Backblaze disk
stats dataset contains hard drive monitoring data collected from 2013 to 2020.
Initially, from 2013 to 2014, the trace captured 40 different SMART attributes;
then, from 2015 to 2017, the number of SMART attributes increased to 45;
starting from the fourth quarter of 2018, 62 different SMART attributes are
in the data. Despite the change of monitored attributes, the data type and
the monitoring interval (i.e., daily) are kept consistent from 2013 to 2020. We
focus on the data collected from 2015 to 2017 because: 1) the subset contains
a large number of samples (i.e., over 40M samples), and 2) the subset contains
a fixed set of SMART attributes while the data in other periods contains less
(before 2015) or more (after 2017) SMART attributes.

Following prior works [42,8], our goal on the Backblaze dataset is to pre-
dict hard drive failures (i.e., sector error) within a given future time period
(i.e., one week) based on the monitoring data captured during a period of
time (i.e., one week) in the past. We consider a disk fails if its “sector error
count” SMART attribute increases (i.e., observe sector errors) in the given
future time period, same as described in the prior work [42]. The SMART
attributes in the Backblaze dataset can be categorized into two types: cumu-
lative attributes whose values are accumulated counts over the disk’s lifetime,
such as the “reallocated sectors count”; and noncumulative attributes whose
values reflect only the current status, such as the “read error rate”. Knowing
the recent changes in cumulative attributes rather than their raw values might
be more insightful. Therefore, we capture both the value change in the past
time period and the raw value in the last day of the one-week past window
as features for cumulative attributes while only capturing the last day’s value
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for noncumulative attributes. As a result, we collect 11 features from the raw
values and 8 features derived from the raw values’ differences. The collected
features are the same as those used in prior work [42], the most predictive ones
selected from all the traced SMART attributes; all 19 features are temporal
features. We then collect data samples along a sliding one-week time window
and only track the disks that are alive during the whole time window. As a
result, we extract 41M samples from the daily snapshots between 2015 and
2017.

3.1.3 Alibaba GPU cluster trace dataset

The GPU cluster trace dataset from Alibaba provides traces of workloads
collected from the operation of a large-scale data center [21]. The trace data
is collected from runtime information on over 6,500 GPUs across about 1,800
machines in a period of 2 months spanning from July to August of 2020 [62].
The dataset features ML jobs submitted by various users. Once a user submits
a job, the job is translated into multiple tasks of different roles. Subsequently,
each task is then allocated as instances running on machines. Figure 1c il-
lustrates the trace schema and available information provided in the Alibaba
trace dataset. Similar to the Google cluster trace dataset, sensitive fields such
as username and job name are desensitized to protect users’ privacy.

We define the task as predicting job outcomes using the configuration in-
formation and performance metrics available in the first five minutes since job
submission [39], similar to our case study on the Google cluster trace dataset.
The dataset contains cluster monitoring data for a total of 69 days (around
nine weeks). To avoid abnormality (e.g., truncated and untracked jobs) on
data samples close to the beginning and end of the trace data, we initiate fea-
ture extraction from the fourth day since the trace starts and collect features
for a total of 8 weeks. Similar to our handling method on the Google cluster
trace dataset, we also removed unfinished jobs and jobs ending in less than
five minutes and extracted 701K out of the total of 1.26M jobs.

3.1.4 Dataset segmentation

In this case study, we simulate the real-world scenario where AIOps models
are trained on a chunk of initially available data samples and then deployed in
the field to predict future samples coming in batches. We follow the approach
used in prior studies for updating AIOps models [33,30,65,39] to partition the
studied operation datasets. Specifically, we partition each studied dataset into
multiple time periods based on the natural time intervals, as described below:

– Google cluster trace dataset. We partition the entire 28-day trace data
into 28 one-day time periods.

– Backblaze disk stats dataset. We partition the entire 3-year monitoring
data into 36 one-month time periods.
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– Alibaba GPU cluster trace dataset. We partition the 2-month GPU
trace data into 8 one-week time periods.

For each dataset, we use samples from the first half of the time periods as
the initially available training data and the second half of the time periods as
the testing data, consecutively coming in by temporal order.

3.1.5 Model training

To ensure that the result of our case study is generalizable, we include a
variety of machine learning classifiers that have been used in prior works for
predicting disk failures on the Backblaze disk stats dataset and job failures on
the Google and Alibaba cluster trace datasets [20,42,8,40,39] in our case study.
The list of models we use includes Logistic Regression (LR), Classification and
Regression Trees (CART), Random Forest (RF), and Multi-Layer Perceptron
Neural Network (NN). We follow the same model configuration as recorded in
prior work [51,42,40,39]. We train the models using a sliding window training
set with the length fixed to half of the total time periods. Whenever a new
testing period concludes and before the testing on the next time period, we
train a new sliding window model to maintain model performance against
concept drift (i.e., periodical retraining).

The studied operation datasets can be extremely imbalanced, with only 1%
job failure in the Google dataset and 0.1% hard drives failures in the Backblaze
dataset. To mitigate the impact of imbalanced dataset on model performance,
we downsample the majority class (i.e., succeed jobs in the Google dataset
and normal hard drives in the Backblaze dataset) in the training dataset to a
success-to-fail ratio of 10:1 prior to training the model. For the Alibaba GPU
cluster datasets, we do not applied downsampling to the training samples as
the job failure rate is 34.5%. It is worth noting that although we rebalance
the training dataset by downsampling the majority class, we do not perform
such downsampling on testing dataset. To mitigate the impact of varying fea-
ture scales in different time periods on model performance and interpretation,
we perform data standardization on each metric in the training dataset by
removing the median of the metrics and scaling the metrics according to the
quantile range. We apply the same data scaler that was fitted on the training
dataset for the respective historical model when predicting testing samples.

Prior works [57,56,54] also suggest that hyperparameter settings can sig-
nificantly impact the performance of prediction models. Therefore, we tune the
hyperparameters of our studied models on the training data using a random
search. We choose a random search instead of a grid search for our hyperpa-
rameter tuning as using random search is more efficient and can find models
that are as good as or better than using a grid search [6].
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3.2 Model selection mechanisms

Due to the diverse underlying mechanisms that cause concept drift, the
best methods for enhancing models’ robustness against it differ across differ-
ent datasets and shifts [73]. Therefore, we assess the performance of various
model selection mechanisms on recycling the previously trained historical mod-
els, including two labeling-free model selection mechanisms proposed in prior
works [35,23], two model selection mechanisms leveraging temporal adjacency
and feature similarity proposed by ourselves, and two variants on the afore-
mentioned mechanisms utilizing the temporal adjacency or similarity. When
predicting samples from a target testing period, the model selection mech-
anisms first estimate the performance of candidate historical models on the
testing samples and then rank the models based on the estimation.

We define the problem of model selection on historical models as follows.
Given the set of n historical models SM = {M1,M2, . . . ,Mn} and the test-
ing context Ct = {s1, s2, . . . , sm} on time period t, where samples in Ct are
unlabeled2, the task is to estimate the rank r of the historical models in SM
according to their expected performance on the whole testing context Ct with
as small rank error as possible. Historical context C1, C2, . . . , Ct−1 and their
respective labels L1,L2, . . . ,Lt−1 are also available for the model selection
mechanisms.

In our case study, we empirically evaluate the following model selection
mechanisms on historical models.

3.2.1 Temporal adjacency based selection mechanism (TBM)

Prior works utilize the temporal adjacency in training and estimation of
model performance in the environment of rapidly changing data distribu-
tion [70]. We consider the samples from the last period of time to be the
most similar to the testing samples in terms of data distribution and estimate
the performance of historical models with their performance on the last avail-
able period. We also add a revised version (rTBM) that further utilize the
temporal adjacency: when the highest ranked model is from the second latest
historical time periods, we assume the model from the latest historical time
period (which was not tested due to the concern of data leakage) would be
better and bring it to the top of the ranking.

3.2.2 Similarity based selection mechanism (SBM)

Aside from utilizing temporal adjacency to approximate the most simi-
lar historical samples to the testing samples, we also devise a model selection
mechanism to find the most similar samples from historical time periods to the
testing samples directly using distance measurements. Hausdorff distance [7]

2 For example, for the job failure prediction task, the samples in Ct contain information
about the characteristics of the jobs (e.g., configurations, early running status), and we need
to predict the job outcomes which are unknown (i.e., unlabeled).
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measures how far two subsets of a metric space are from each other and rep-
resents the greatest of all the distances from a point in one set to the closest
point in the other set. We calculate the Hausdorff distance between the sam-
ples in the testing period and the samples from each of the historical periods
starting from the ending period of the first training window and find the most
similar historical period to validate the historical models. We then rank the
historical models based on the performance of the chosen time period (i.e.,
the most similar historical period to the testing period). We further place the
ranking of the historical models without data leakage (i.e., no intersection be-
tween the training window and the chosen time period) above the models with
data leakage to mitigate the issue. We choose to use the Hausdorff distance
as other distance measurements cannot be applied to multivariate distribu-
tions with different amounts of observations (e.g., Hellinger distance) or are
computationally intensive (e.g., Wasserstein metric). We also provide a revised
version (rSBM) that ignores the data leakage issue and ranks the historical
models altogether.

3.2.3 CRC model selection mechanism (CRC)

CRC is a labeling-free selection mechanism that uses the predicted proba-
bilities on the testing samples to estimate model performance [35]. It assumes
that a candidate model with higher confidence should yield more accurate pre-
diction results and better performance. The CRC mechanism first obtains the
predicted probabilities of testing samples from each historical model. It then
ranks the models based on the average confidence calculated from the highest
predicted probabilities among all the classes on each sample from the testing
period.

3.2.4 LaF model selection mechanism (LaF)

LaF is also a labeling-free model selection mechanism that ranks the can-
didate models by maximizing the expectations of each model on consensus-
decided pseudo-labels of the testing samples [23]. The LaF mechanism first uses
majority voting on the prediction results from candidate models to estimate
the pseudo-label of the testing samples. It then removes the testing samples in
which all candidate models agree on the prediction results (i.e., where a unan-
imous agreement occurs) as these samples possess no discriminability against
the candidates. LaF then employs the expectation-maximization algorithm on
the trimmed-down testing set to optimize the estimation of candidate model
capabilities. Finally, it uses the final estimation to rank the candidate models.

3.2.5 Conventional baselines

We consider two conventional baselines in our case study: stationary model
and periodical retraining. The two baselines are conventional model updating
strategies that are widely used in prior AIOps works [20,51,8,42,14,67,30,15,
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33]. A stationary model is trained on the initial training data and never up-
dates while a periodical retraining mechanism updates the model with sliding
window training samples each time data from a new period becomes available.
The stationary model can be seen as a model selection mechanism that always
selects the initially trained model while the periodical retraining can be seen
as a model selection mechanism that always selects the newest model.

3.2.6 Hypothetical oracle

We also design a hypothetical oracle that exploits the true labels of samples
from the target time period to rank and select the historical models. During the
inference of target samples, their label are not available yet hence the oracle
shows a theoretical performance only. The hypothetical oracle first estimates
the performance of candidate historical models with testing samples and the
yet-to-come labels then ranks the candidates with the prediction performance
estimation. The oracle serves as a theoretical optimal performance indicator
for historical model selection mechanisms.

3.3 Evaluation of model selection mechanisms

We measure the performance of model selection mechanisms from three as-
pects: prediction performance, ranking performance, and ranking consistency.
For the prediction performance, we measure how well the top model chosen by
each model selection mechanism can predict the incidents on testing samples.
For the ranking performance, we measure how similar the rankings from model
selection mechanisms are to the actual model ranking by their performance
on the testing samples. We also measure the consistency of model rankings
from the same model selection mechanism in different runs (i.e., with different
random seeds).

3.3.1 Prediction performance

We evaluate the performance of our models using the Area Under the
Receiver Operating Characteristic Curve (AUC) metric, which is a standard
and widely used metric for evaluating machine learning models. AUC measures
model performance by calculating the area under the curve of true positive rate
(TPR) against false positive rate (FPR) at different classification thresholds.
Prior work [55] shows that one should use threshold-independent metrics such
as AUC in lieu of threshold-dependent metrics such as Precision, Recall, or F-
measure to evaluate model performance. Therefore, in this case study, we use
AUC as the performance indicator of prediction results on the testing samples.
We measure the AUC performance of each model selection mechanism on each
testing period (i.e., from period l/2+ 1 to period l for the l time periods). We
repeat the experiment 100 times with different random seeds to mitigate the
performance fluctuation.
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To statistically compare the performance of different combinations of model
update strategies and model choices, we apply the Scott-Knott test. The Scott-
Knott test is a hierarchical clustering method [53] that groups observations
into statistically distinct clusters. The observations within a group have no
statistically significant difference (i.e., p-value ≥ 0.05), while the observations
in different groups have a statistically significant difference (i.e., p-value <
0.05). In our case, the observations are the values of AUC from 100 repeated
experiments with different random seeds.

3.3.2 Ranking Performance

Model selection mechanisms rank the candidate models by their estimated
performance on the testing samples. To compare the similarity between the
ranking of each model selection mechanism and the ground truth (i.e., ranking
of models based on the true AUC performance on the testing samples), we use
the following metrics:

Kendall’s τ . Kendall’s τ measures the non-parametric rank correlation
between two rankings for evaluating the overall agreement. Kendall’s τ ranges
from 0 (no agreement) to 1/-1 (perfect agreement/disagreement). We focus on
only the agreement of model rankings and use the same interpretation schema
from prior work [50] to interpret Kendall’s tau in our study:

Kendall’s τ agreement =

Weak if 0 ≤ τ ≤ 0.3.
Moderate if 0.3 < τ ≤ 0.6.
Strong if 0.6 < τ ≤ 1.

In our case study, Kendall’s τ measures the overall agreement between rank-
ings from model selection mechanisms and the ranking from the hypothetical
oracle.

Jaccard similarity coefficient Jk. The Jaccard similarity coefficient Jk
evaluates the similarity between the top-k model sets generated by the two
rankings. Prior work usually consider values of k = 3, 5, 10 [23,35,43] to eval-
uate the ranking performance of model selection mechanisms on different cut-
off points. Given n historical models SM = {M1, . . . ,Mn} and two ranking
functions r1 and r2 on models SM. The Jaccard similarity coefficient on top-k
models Jk is defined as:

Jk =
| ∩i {Mj |ri(Mj) ≤ k}|
| ∪i {Mj |ri(Mj) ≤ k}|

where ri(Mj) ∈ {1, ...,m}, i ∈ {1, 2}, and j ∈ {1, ...,m}. A large Jk indicates
a higher degree of similarity between two rankings. In our case study, the Jac-
card similarity coefficient measures the agreement on top-k model candidates
between the rankings from model selection mechanisms and the ranking from
the hypothetical oracle. Since the Alibaba dataset only contains four testing
periods (i.e., 4 historical models at maximum) while the prediction perfor-
mance effectively measured the performance when k = 1. Therefore, in our
case study, we only report the Jaccard similarity with k = 3 (i.e., J3). We
include the results for other cutoff points in our replication package.
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3.3.3 Ranking consistency

To measure the consistency of ranking results provided by each model selec-
tion mechanism on each testing period, we calculate Kendall’s W. Kendall’s W
is a non-parametric measure of the agreement among multiple rankings, rang-
ing from 0 (no agreement) to 1 (complete agreement). In our case study, we
calculate Kendall’s W among the rankings from 100 runs in each of the combi-
nations of testing period, model, and dataset. We use the same interpretation
schema that is applied to Kendall’s τ to evaluate the degree of agreement.

We calculate these ranking performance metrics on each testing period
starting from the second, as the first testing period contains only one historical
model, which makes the rankings trivial. We also apply the Scott-Knott test
to group the results from the 100 repeated experiments, providing a statistical
basis for comparison.

4 Experiment Results

We organize the experimental results along the evaluation of model selec-
tion mechanisms in the prediction performance of the top-ranked models, the
ranking performance of model selection mechanisms when compared with the
hypothetical oracle, and the ranking consistency inside each of the model se-
lection mechanisms. The three evaluation aspects correspond to the three RQs
we aim to address.

4.1 RQ1: How well can the model selection mechanisms achieve optimal
performance for AIOps solutions?

Figure 2 shows the AUC performance of each model selection mechanism
using the top-ranked models in each testing period. Figure 3 further groups the
AUC performance of each model selection mechanism using the Scott-Knott
ranking test.

The oracle shows higher performance than the periodical re-
training baseline in many cases, indicating possible improvements
over periodical retraining for model selection mechanisms. We ob-
serve higher AUC performance on the oracle baseline than the periodical re-
training baseline in three models (i.e., NN, CART, and LR) from the Google
dataset and all four models (i.e., RF, NN, CART, and LR) from the Backblaze
datasets. The observed performance differences are also statistically signifi-
cant. As the model selection mechanisms can choose from all historical models
rather than being limited to the most recent one, these findings confirm the
theoretical potential of model selection mechanisms in outperforming periodi-
cal retraining for maintaining AIOps solutions in the field. However, we do not
observe a significant performance difference between the oracle and periodical
retraining on the Alibaba dataset. This situation may result from the limited
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Fig. 2: The average AUC performance of model selection mechanisms in each
testing period.

number of available historical models due to the relatively smaller volume of
time periods and shorter trace data duration, which restricts concept drift
from emerging.

Several model selection mechanisms achieve higher performance
than the periodical retraining baseline. We observe that several model
selection mechanisms achieve statistically better performance than the period-
ical retraining baseline on the Google and Backblaze datasets. On the Google
dataset, the CRC, rSBM, and TBM model selection mechanisms with the NN
model, as well as the CRC, rSBM, rTBM, SBM, and TBM mechanisms with
the LR model, achieve statistically better performance than the periodical re-
training baseline. On the Backblaze dataset, the rSBM mechanism with the
NN model, the rTBM mechanism with the CART model, and the rSBM, SBM,
rTBM, and TBM mechanisms with the LR model all achieve statistically bet-
ter performance than the periodical retraining baseline. However, we have not
observed statistical performance differences on the Alibaba dataset due to the
reasons mentioned above.
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Fig. 3: Scott-Knott test results of the AUC performance from different multi-
model selection mechanisms.

The CRC, rSBM, and TBM mechanisms on the Google dataset,
and the rSBM and rTBM mechanisms on the Backblaze dataset,
show a generally better performance than other model selection
mechanisms. On the Google dataset, the CRC, rSBM, and TBM mechanisms
achieve better performance than the periodical retraining baseline with NN
and LR models. In addition, rTBM shows performance comparable to the
periodical retraining baseline in RF, NN, and LR models. On the Backblaze
dataset, the rSBM and rTBM mechanisms achieve better performance than
the periodical retraining baseline on two models each (NN and LR, CART and
LR, respectively). The SBM and TBM mechanisms also achieve comparable or
higher performance to the periodical retraining on most models. Although no
model selection mechanism explicitly achieves superior performance compared
to the periodical retraining baseline on the Alibaba dataset, rSBM and rTBM
mechanisms present comparable results in most scenarios.

The revised versions of the TBM and SBM mechanisms tend
to have a better performance than the original ones. For the TBM
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mechanism, we observe that the revised version (i.e., rTBM) achieve bet-
ter performance than the original one with three models (i.e., RF, CART,
and LR) on the Google dataset, two models (i.e., RF and CART) on the
Backblaze dataset, and all four models on the Alibaba dataset. The revised
version of TBM leverages the temporal adjacency to extend estimations to
the most recent historical model, hence increasing the chance of selecting the
best-performing model as the top-ranked choice. For the SBM mechanism, the
revised version (i.e., rSBM) achieves better performance than the original one
with all four models on the Google dataset, three models (i.e., RF, NN, and
LR) on the Backblaze dataset, and all four models on the Alibaba dataset.
We surmise that the rSBM mechanism has a greater chance of selecting more
recent historical models when ignoring the intersection with training samples.
Such behavior further shows the weight of temporal adjacency when selecting
historical models.

The rTBM mechanism can achieve statistically comparable per-
formance to the oracle baseline in some scenarios. We observe that the
rTBM mechanism achieves comparable performance with the RF model on
the Google dataset. Although several model selection mechanisms also achieve
similar performance to the oracle baseline on the Alibaba dataset, we do not
consider these cases valid as the performance groupings are insufficiently dis-
criminative due to the short duration.

: Summary of RQ1

In terms of prediction performance using the top-ranked model, we ob-
serve several model selection mechanisms achieve higher performance
than the periodical retraining baseline, with the rTBM mechanism
achieving statistically comparable performance to the oracle baseline
in some scenarios. However, there is still a gap between the theoretical
upper bound performance indicated by the hypothetical oracle and the
performance of the existing model selection mechanisms.

4.2 RQ2: How well can the model selection mechanisms achieve optimal
model ranking for AIOps solutions?

We measure the similarity between the rankings from model selection mech-
anisms and the oracle baseline using Kendall’s τ and Jaccard similarity co-
efficient as indicators of ranking performance. We also calculate Kendall’s W
among the rankings from the same model selection mechanism in each testing
period to measure the consistency of rankings. For Kendall’s τ , Figure 4 shows
the Kendall’s τ between the rankings on each model selection mechanism and
the oracle baseline in each testing period and Figure 5 further groups the per-
formance of each model selection mechanism using the Scott-Knott ranking
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Fig. 4: The average Kendall’s τ correlation between model selection mecha-
nisms and the oracle ranking in each testing period.

test. Similarly, for the Jaccard similarity coefficient, Figure 6 shows the Jaccard
similarity coefficient between the rankings on each model selection mechanism
and the oracle baseline in each testing period and Figure 7 further groups the
performance of each model selection mechanism using the Scott-Knott ranking
test.

The rSBM model selection mechanism provides rankings most
aligned with the oracle baseline across datasets and models. Figure 4
and Figure 5 show that the rSBM model selection mechanism consistently
achieves the highest Kendall’s τ , which indicates strong ranking similarity to
the oracle. Specifically, rSBM is ranked within the top statistical group for
three (i.e., LR, NN, and CART) of the four models on the Google dataset.
Also, rSBM achieves the highest statistical group ranking for all four models
on the Backblaze dataset, and for three (i.e., RF, CART, and NN) models on
the Alibaba dataset. The rTBM model selection mechanism similarly ranks
among the top group in terms of Kendall’s τ . For example, rTBM achieves the
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Fig. 5: Scott-Knott test results of the Kendall’s τ correlation from different
multi-model selection mechanisms. The horizontal lines indicate the threshold
for interpreting ranking agreement.

top group for the RF model on the Google dataset, for the LR model on the
Backblaze dataset, and for the RF and NN models on the Alibaba dataset.

The rSBM and rTBM model selection mechanisms perform well
in terms of top-k agreement. As shown in Figure 6 and Figure 7, we
observe similar performance for the rSBM and rTBM model selection mech-
anisms based on Jaccard similarity coefficient with k = 3. On the Google
dataset, the rSBM model selection mechanism is within the top statistical
performance group for LR and CART, while rTBM achieves the highest sta-
tistical group ranking for the RF model. For the Backblaze dataset, rSBM
maintains top-level performance across all four models, while rTBM achieves
the top statistical group ranking for the LR and CART models. We omit
the Alibaba dataset from this analysis due to the limited number (i.e., four)
of testing periods, which makes Jaccard similarity analysis impractical (i.e.,
fewer historical models than required by the selected top-k threshold, resulting
in trivial or total agreement for early periods).
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Fig. 6: The Jaccard similarity coefficient (k = 3) between model selection
mechanisms and the oracle ranking in each testing period.
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Fig. 7: Scott-Knott test results of the Jaccard similarity coefficient (k = 3)
from different multi-model selection mechanisms.

: Summary of RQ2

We measure the similarity between the rankings from model selection
mechanisms and the oracle baseline using Kendall’s τ and Jaccard sim-
ilarity coefficient J3 as indicators of ranking performance. Our results
find that the rSBM model selection mechanism provides rankings most
aligned with the oracle baseline across datasets and models, while the
rSBM and rTBM model selection mechanisms perform well in terms of
the agreement on the top-3 performing models.
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Fig. 8: The Kendall’s W correlation among rankings from the same model
selection mechanism in each testing period.
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Fig. 9: Scott-Knott test results of the Kendall’s W correlation from different
multi-model selection mechanisms. The horizontal lines indicate the threshold
for interpreting ranking agreement.
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4.3 RQ3: How stable are the model ranking results achieved by the model
selection mechanisms?

Figure 8 shows the Kendall’s W among the rankings from each model
selection mechanism in each testing period, and Figure 9 further groups the
Kendall’s W of each model selection mechanism using the Scott-Knott ranking
test.

Overall, most model selection mechanisms achieve robust consis-
tency with strong agreement among rankings across repeated runs.
As shown in Figure 8 and Figure 9, we observe strong agreement (i.e., Kendall’s
W > 0.6) for nearly all combinations of model selection mechanisms and mod-
els on the Google dataset, with a few combinations demonstrating moderate
or weak agreement. The rTBM model selection mechanism for the LR model,
TBM for the CART model, and LaF for the NN model achieve moderate
agreement, while rTBM for the CART model demonstrates weak agreement.
On the Backblaze dataset, the majority of combinations also show strong con-
sistency, with four model and selection mechanism combinations showing mod-
erate agreement, and one combination showing weak agreement (i.e., the LaF
mechanism on the LR model). For the Alibaba dataset, we omit Kendall’s W
analysis due to the limited number of historical models and testing periods
available.

: Summary of RQ3

We evaluate the ranking consistency inside the model selection mecha-
nism in each testing period. In other words, we measure how the ranking
provided by the same model selection mechanism with the same con-
figuration varies from time to time to assess the trustworthiness of the
rankings. We observe that most model selection mechanisms achieve
robust consistency with strong agreement among rankings across re-
peated runs, with the LaF and rTBM model selection mechanisms
showing weak agreement among multiple runs in some cases.

5 Threats to Validity

5.1 External Validity

One possible threat to external validity is that we only examine the multi-
model selection mechanisms on a limited number of datasets. To address this
validity, we choose three large-scale and publicly available datasets that rep-
resent diverse real-world scenarios (Google cluster trace, Backblaze disk stats,
and Alibaba GPU cluster trace). These three datasets have been widely used
in prior AIOps research [20,52,8,65,42].
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Another potential threat arises from the choice of machine learning models.
We employ four representative machine learning models (i.e., Logistic Regres-
sion, CART, Random Forest, and Neural Network) that have been used on the
studied datasets from prior works [20,42,8,40,39] to ensure fair comparison
and generalizability of our results. However, it remains unclear whether our
findings directly extend to other types of models or architectures that are not
studied in this work.

In addition, the choice of model selection mechanisms could be a poten-
tial threat. To address this, we include six model selection mechanisms: two
labeling-free mechanisms proposed in prior works [35,23], as well as our pro-
posed TBM and SBM variants (and their revised versions) leveraging temporal
adjacency and feature similarity. These selection mechanisms ensure our study
covers diverse approaches.

5.2 Internal Validity

One possible threat to internal validity concerns the measurement of per-
formance indicators (i.e., AUC for prediction performance, Kendall’s τ and
Jaccard correlation for ranking performance, and Kendall’s W for ranking
consistency). Considering various factors may impact the model performance,
we repeat the experiment for 100 runs and control the randomness during
each run. The choice of time period partition may also pose a threat to in-
ternal validity. We mitigate this threat by using the widely accepted natural
time period partition as done in prior works [65,30].

Furthermore, dataset preprocessing steps such as the downsampling strat-
egy applied for handling class imbalance and data standardization may in-
fluence results. We adopt best practices widely used in prior empirical re-
search [55,20,40]. Specifically, we follow natural time intervals as recommended
in prior AIOps research [65,30], use standard approaches for handling data im-
balance (downsampling the majority classes), and apply preprocessing steps
such as data scaling according to median-quantile ranges.

5.3 Construct Validity

A threat to construct validity concerns our model training process, as the
configuration and parameter settings may impact the experiment results. In
order to mitigate this threat to construct validity, we use automated hyperpa-
rameter tuning to optimize the configuration of the hyperparameters, which
is a widely used practice in the development of machine learning models.

There may be other potential threats concerning our model training pro-
cess. We use the same features as in prior works for the Google and Backblaze
operation datasets and the same types of base models (except for the online
learning approaches) have been applied in the prior works [52,20,8,42] to re-
flect the training process in AIOps solutions. Future work that evaluates our



Title Suppressed Due to Excessive Length 25

study by considering other modeling processes, e.g., using different features,
different ML libraries, or a different re-sampling approach, could benefit our
study.

6 Conclusion

In this work, we study the model selection mechanisms on historical models
in the context of AIOps through a case study on three large-scale operation
datasets and six types of model selection mechanisms. We empirically eval-
uate the prediction performance when choosing the top-ranked model using
model selection mechanisms, the ranking agreement between rankings from
the model selection mechanisms and the theoretical oracle, and the ranking
consistency inside each model selection mechanism in multiple runs. Our find-
ings suggest the temporal adjacency based selection mechanism tends to have
a better performance than other model selection mechanisms and prevails in
AUC performance than the periodical retraining. We also find that the rSBM
mechanism tend to have the most similar ranking when compared with the
oracle ranking. Future work may consider utilizing the ranking from rSBM
mechanism further in scenarios like selecting models for time-based ensemble
models considering its high accuracy. We also suggest future research to devise
model selection mechanisms that can achieve closer performance to the theo-
retical optimal as our results indicate there is still a gap in the performance
between the current model selection mechanisms and the theoretical upper
bound.
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